# 02\_shared\_ptr

## 前言

智能指针shared\_ptr是存储动态创建对象的指针，其主要功能是管理动态创建对象的销毁，从而帮助彻底消除内存泄漏和悬空指针的问题。

## 实现原理

采用引用计数器的方法，允许多个智能指针指向同一个对象，当指向该对象的智能指针增加时，每增加一个，指向该对象的所有智能指针内部的引用计数加1，当指向该对象的智能指针减少时，每减少一个，引用计数会减1，当引用计数变为0，则表示没有shared\_ptr指针与此内存关联，此时使用delete函数删除该内存，自动释放动态分配的内存资源。

## 特点

1. 所指向的资源具有共享性，即多个shared\_ptr可以指向相同的内存。
2. shared\_ptr包含了一个指向对象的指针和一个指向控制块的指针。每一个由shared\_ptr管理的对象都有一个控制块，它除了包含强引用计数、弱引用计数之外，还包含了自定义删除器的副本和分配器的副本以及其他附加数据。
3. 智能指针将一个计数器与类指向的对象相关联，引用计数器跟踪共有多少个类对象共享同一指针
4. 每次创建类的新对象时，初始化指针并将引用计数置为1
5. 当对象作为另一对象的副本而创建时，拷贝构造函数拷贝指针并增加与之相应的引用计数
6. 对一个对象进行赋值时，赋值操作符减少左操作数所指对象的引用计数（如果引用计数为减至0，则删除对象），并增加右操作数所指对象的引用计数
7. 调用析构函数时，构造函数减少引用计数（如果引用计数减至0，则删除基础对象）

## 代码简单实现

template<typename T>

class SharedPtr

{

public:

SharedPtr(T\* ptr = NULL):\_ptr(ptr), \_pcount(new int(1))

{}

SharedPtr(const SharedPtr& s):\_ptr(s.\_ptr), \_pcount(s.\_pcount){

(\*\_pcount)++;

}

SharedPtr<T>& operator=(const SharedPtr& s){

if (this != &s)

{

if (--(\*(this->\_pcount)) == 0)

{

delete this->\_ptr;

delete this->\_pcount;

}

\_ptr = s.\_ptr;

\_pcount = s.\_pcount;

\*(\_pcount)++;

}

return \*this;

}

T& operator\*()

{

return \*(this->\_ptr);

}

T\* operator->()

{

return this->\_ptr;

}

~SharedPtr()

{

--(\*(this->\_pcount));

if (\*(this->\_pcount) == 0)

{

delete \_ptr;

\_ptr = NULL;

delete \_pcount;

\_pcount = NULL;

}

}

private:

T\* \_ptr;

int\* \_pcount;//指向引用计数的指针

};

## shared\_ptr的使用

### 构造函数创建

/\*\*\*1\*\*\*/

// ptr的意义就相当于一个指向nullptr的指针

shared\_ptr<T> ptr;

/\*\*\*2\*\*\*/

// 从new操作符的返回值构造

shared\_ptr<T> ptr(new T());

/\*\*\*3\*\*\*/

// 使用拷贝构造函数的方法，会让引用计数加1

// shared\_ptr可以当作函数的参数传递，或者当作函数的返回值返回，这个时候其实也相当于使用拷贝构造函数。

shared\_ptr<T> ptr2(ptr1);

/\*\*\*4\*\*\*/

// 假设B是A的子类

// 从shared\_ptr提供的类型转换(cast)函数的返回值构造

shared\_ptr<B> ptrb(new B());

shared\_ptr<A> ptra( dynamic\_pointer\_cast<A>(ptrb) );

/\*\*\*5\*\*\*/

// shared\_ptr的“赋值”

// a = b; 此后a原先所指的对象会被销毁，b所指的对象引用计数加1

// shared\_ptr也可以直接赋值，但是必须是赋给相同类型的shared\_ptr对象，

// 而不能是普通的C指针或new运算符的返回值。

// 当共享指针a被赋值成b的时候，如果a原来是NULL, 那么直接让a等于b，并且让它们指向的东西的引用计数加1;

// 如果a原来也指向某些东西的时候，如果a被赋值成b,

// 那么原来a指向的东西的引用计数被减1, 而新指向的对象的引用计数加1。

shared\_ptr<T> a(new T());

shared\_ptr<T> b(new T());

a = b;

/\*\*\*6\*\*\*/

// 已定义的共享指针指向新的new对象————reset()

// 原来所指的对象会被销毁

shared\_ptr<T> ptr(new T());

ptr.reset(new T());

### make\_shared辅助函数创建

std::shared\_ptr<int> foo = std::make\_shared<int> (10);

建议使用make\_shared的方式构造

### 自定义所指堆内存的释放规则

在初始化 shared\_ptr 智能指针时，还可以自定义所指堆内存的释放规则，这样当堆内存的引用计数为 0 时，会优先调用我们自定义的释放规则。

在某些场景中，自定义释放规则是很有必要的。比如，对于申请的动态数组来说，shared\_ptr 指针默认的释放规则是不支持释放数组的，只能自定义对应的释放规则，才能正确地释放申请的堆内存。

对于申请的动态数组，释放规则可以

1. 使用 C++11 标准中提供的 default\_delete 模板类

2. 可以自定义释放规则

//指定 default\_delete 作为释放规则

std::shared\_ptr<int> p6(new int[10], std::default\_delete<int[]>());

//自定义释放规则

void deleteInt(int\*p) {

delete []p;

}

//初始化智能指针，并自定义释放规则

std::shared\_ptr<int> p7(new int[10], deleteInt);

## shared\_ptr常用函数

get()函数，表示返回当前存储的指针（就是被shared\_ptr所管理的指针）。

但是不建议使用get()函数获取shared\_ptr关联的原始指针，因为如果在shared\_ptr析构之前手动调用了delete函数，会导致错误。

shared\_ptr<T> ptr(new T());

T \*p = ptr.get(); // 获得传统C指针

use\_count()函数，表示当前引用计数

shared\_ptr<T> a(new T());

a.use\_count(); //获取当前的引用计数

reset()函数，表示重置当前存储的指针。

shared\_ptr<T> a(new T());

a.reset(); // 此后 a 原先所指的对象会被销毁，并且 a 会变成 NULL

operator\*，表示返回对存储指针指向的对象的引用。它相当于：\* get（）。

operator->，表示返回指向存储指针所指向的对象的指针，以便访问其中一个成员。跟get函数一样的效果。

## 总结

以上就是今天要讲的内容，后续会有更多内容。
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